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Introduction
Conservative static program analysis

average.py

```python
    def average(l):
        m = 0
        for i in range(len(l)):
            m = m + l[i]
        m = m // (i + 1)
        return s
```

r1 = average([1, 2, 3])
r2 = average(['a', 'b', 'c'])

TypeError: unsupported operand type(s) for '+': 'int' and 'str'

argslen.c

```c
#include <string.h>

int main(int argc, char *argv[]) {
    int i = 0;
    for (char **p = argv; *p; p++) {
        strlen(*p); // valid string
        i++; // no overflow
    }
    return 0;
}
```

No alarm

Specifications of the analyzer

Inference of program properties such as the absence of run-time errors.

Semantic based on a formal modelization of the language.

Automatic no expert knowledge required.

Sound covers all possible executions.
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Overview of Mopsa

**Modular Open Platform for Static Analysis**

gitlab.com/mopsa/mopsa-analyzer

Goals
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Current public analyses in Mopsa

- Semantic property
- Runtime error detection

Utility handling multi-file projects and compilation flags
- Significantly simplifies user experience

<table>
<thead>
<tr>
<th>Language</th>
<th>Benchmark Max. LoC</th>
<th>Time</th>
<th>Selectivity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Coreutils</td>
<td>550</td>
<td>20s</td>
<td>99.8%</td>
</tr>
<tr>
<td>Juliet</td>
<td>340,000</td>
<td>2.5h</td>
<td>98.9%</td>
</tr>
<tr>
<td>Python</td>
<td>1,792</td>
<td>1.3m</td>
<td>99.2%</td>
</tr>
<tr>
<td>PathPicker</td>
<td>2,560</td>
<td>3.0m</td>
<td>99.2%</td>
</tr>
<tr>
<td>Python+C</td>
<td>ahocorasick 4,800</td>
<td>1.0m</td>
<td>98.0%</td>
</tr>
<tr>
<td></td>
<td>bitarray 5,700</td>
<td>4.6m</td>
<td>94.6%</td>
</tr>
</tbody>
</table>

Work in progress
- Analysis for recursive ADTs, presented at JFLAs last week by Milla Valnet.
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mopsa-build
- Utility handling multi-file projects and compilation flags
- Significantly simplifies user experience
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Current public analyses in Mopsa

**Semantic property**
Runtime error detection

**mopsa-build**
- Utility handling multi-file projects and compilation flags
- Significantly simplifies user experience

<table>
<thead>
<tr>
<th>Language</th>
<th>Benchmark</th>
<th>Max. LoC</th>
<th>Approx. Time</th>
<th>Selectivity</th>
</tr>
</thead>
<tbody>
<tr>
<td>C²</td>
<td>Coreutils</td>
<td>550</td>
<td>20s</td>
<td>99.8%</td>
</tr>
<tr>
<td></td>
<td>Juliet</td>
<td>340,000</td>
<td>2.5h</td>
<td>98.9%</td>
</tr>
<tr>
<td>Python³</td>
<td>PyPerformance</td>
<td>1,792</td>
<td>1.3m</td>
<td>99.2%</td>
</tr>
<tr>
<td></td>
<td>PathPicker</td>
<td>2,560</td>
<td>3.0m</td>
<td>99.2%</td>
</tr>
<tr>
<td>Python+C⁴</td>
<td>ahocorasick</td>
<td>4,800</td>
<td>1.0m</td>
<td>98.0%</td>
</tr>
<tr>
<td></td>
<td>bitarray</td>
<td>5,700</td>
<td>4.6m</td>
<td>94.6%</td>
</tr>
</tbody>
</table>

**Work in progress**
Analysis for recursive ADTs, presented at JFLAs last week by Milla Valnet.
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▶ Initially for model checkers
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<table>
<thead>
<tr>
<th>Workflow</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Input</strong> check if a given program satisfies a property</td>
</tr>
<tr>
<td><strong>Constraints</strong> 15 minutes CPU time, 8GB RAM</td>
</tr>
<tr>
<td><strong>Output</strong> result (true, false or unknown) &amp; witness</td>
</tr>
<tr>
<td><strong>Scoring</strong> discussed later</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Programs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Preprocessed C programs</td>
</tr>
</tbody>
</table>
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</tr>
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</tr>
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Subcategories in SoftwareSystems

- AWS C commons
- BusyBox (coreutils alternative)
- Linux Device Drivers
- OpenBSD
- uthash
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- Remarks
  - Community-based curation of verdicts
  - 187 manual fixes on my end

Diagram:
- TASK
  - true-unreach
    - true
      - WITNESS_VALIDATOR
        - true (witness confirmed)
        - 2
    - unknown
      - 0
    - false
      - -16

- false-unreach
  - true
    - WITNESS_VALIDATOR
      - invalid (error in witness syntax)
      - 0
    - unknown
      - 0
    - false
      - invalid (error in witness syntax)
      - 0

- verdict
  - true
    - WITNESS_VALIDATOR
      - unconfirmed (true, unknown, or resources exhausted)
      - 0
    - unknown
      - 0
    - false
      - false (witness confirmed)
      - 1
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You may have a high raw score but not so good overall score.
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<tr>
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</tr>
<tr>
<td>▶ Ensure that results can be validated, at a reduced computational cost</td>
</tr>
<tr>
<td>▶ Improve interoperability between verifiers?</td>
</tr>
<tr>
<td><strong>Witnesses</strong></td>
</tr>
<tr>
<td>Automata where edges contain program invariants and control choices</td>
</tr>
<tr>
<td><strong>Issues (in my opinion)</strong></td>
</tr>
<tr>
<td>▶ Interprocedural encoding to be improved(^5)</td>
</tr>
<tr>
<td>▶ Cross-validator scores can be low(^6) – 45%</td>
</tr>
<tr>
<td>▶ 96.4% of Mopsa’s trivial witnesses are validated</td>
</tr>
</tbody>
</table>

Mopsa at SV-Comp
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<table>
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<th>Verifier</th>
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<th>CPAchecker</th>
<th>Goblint</th>
<th>Mopsa</th>
<th>Symbiotic</th>
<th>Ultimate</th>
</tr>
</thead>
<tbody>
<tr>
<td>Proved correct</td>
<td>291</td>
<td>1,651</td>
<td>1,256</td>
<td>1,610</td>
<td>942</td>
<td>1,423</td>
</tr>
<tr>
<td>Proved incorrect</td>
<td>143</td>
<td>59</td>
<td>0</td>
<td>0</td>
<td>84</td>
<td>2</td>
</tr>
<tr>
<td>CPU Time (s)</td>
<td>2,000,000</td>
<td>730,000</td>
<td>800,000</td>
<td>580,000</td>
<td>400,000</td>
<td>1,400,000</td>
</tr>
<tr>
<td>Rank</td>
<td>2</td>
<td>6</td>
<td>10</td>
<td>3</td>
<td>1</td>
<td>7</td>
</tr>
</tbody>
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Mopsa ranks second on raw scores.
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  - 20 issues fixed
  - We already have a 2024 feature wishlist
- Interaction and comparison with other tools from a broad community
- Better understanding of the benchmarks
  - Becoming a de facto standard
  - Always ongoing benchmark curation
- Brings new research questions
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Conclusion

Mopsa as a stable academic static analyzer, able to analyze C and Python programs, competing with cutting-edge verifiers.

Some SV-Comp related research questions

- Best configuration to analyze a given program under resource constraints
- Synergy with symbolic execution tools
Mopsa at the Software Verification Competition
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